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ABSTRACT

This chapter provides an overview of semantic spaces and introduces a mathematical framework called
Semantic Representation and Analysis (SRA) developed by the authors. It then demonstrates how such
a framework enables efficient conversationbased learning environments, using AutoTutor as an example of
conversation-based learning environments. The chapter uses an alternative model of intelligent tutoring
systems and argues that SRA is most useful in knowledge representation of the domain and in enhancement
of evaluation methods in conversation-based learning environments.

It has long been a dream of learning scientists to produce computerized learning environments that enable
computers to teach human deep knowledge similar to skilled human tutors (du Boulay & Luckin, 2001).
According to explanation-based constructivist theories of learning (Aleven & Koedinger, 2002; VanLehn,
Jones, & Chi, 1992), an effective and deep learning environment needs to be able to guide the learner to
generate explanations and functional procedures. To provide this kind of instruction, researchers have been
trying to develop intelligent tutoring systems (ITS) that adaptively respond to the learner’s actions and
language inputs (Anderson, Corbett, Koedinger, & Pelletier, 1995). One of the challenging tasks in such
systems is to infer what the learner knows from natural language input.

Over the last few decades, substantial research has investigated technologies such as text mining and natural
language processing (NLP) to address this challenge. These technologies are the basis for producing so-called
semantic spaces. A semantic space represents the semantics of language entities (words, phrases, sentences,
etc.) and the similarity as distances between them (Dumais, Furnas, Landauer, Deerwester, & Harshman,
1988; Landauer, Foltz, & Laham, 1998; Riordan & Jones, 2011). Although it was originally developed for
entirely different purposes such as information retrieval (IR; Furnas et al., 1988; Landauer et al., 1998), it has
been used for assessment of learning, cognitive modeling, and a variety of other learning tasks (Landauer,
2003). One of the most wellknown examples of a semantic space is latent semantic analysis (LSA) (Deerwester,
Dumais, Furnas, Landauer, & Harshman, 1990; Landauer, 2006), and it has been used widely in advanced
learning environments such as conversation-based ITS for over 20 years (Nye, Graesser, & Hu, 2014). Semantic
encoding and decoding algorithms similar to LSA have been developed and applied, such as latent Dirichlet
allocation (LDA; Blei, Ng, & Jordan, 2003; Hoffman, Bach, & Blei, 2010; Shams & Baraani-Dastjerdi, 2017),
GloVe (Pennington, Socher, & Manning, 2014), and Word2Vec (Goldberg & Levy, 2014; Rong, 2014; Yu &
Dredze, 2014). Semantic spaces have primarily been used to measure learning and to provide a cognitive
model of the learner. The advances in research, development, and application of semantic spaces made this
dream of learning scientists a possibility.

In this chapter, we will first provide a brief overview of semantic spaces and introduce a mathematical framework
called Semantic Representation and Analysis (SRA) developed by the authors (Hu et al., 2014). Then we will
demonstrate how such a framework would enable efficient conversation-based learning environments. Our
example of a conversation-based learning environment will be AutoTutor (Graesser, Dowell, & Clewley, 2017;
Graesser, Hu, & Person, 2001; Nye, Graesser, & Hu, 2014; Nye, Graesser, Hu, & Cai, 2014).

SEMANTIC REPRESENTATION AND ANALYSIS (SRA)

Semantic Representation and Analysis (SRA) is a canonical class of models that was first introduced by
the authors when they attempted to measure differences between different semantic encoding and decoding
methods (Hu, Cai, Graesser, & Ventura, 2005). It was then used as a general framework in extracting,
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representing, and applying semantic analysis in a conversation-based ITS (Hu et al., 2014). SRA can be
understood as a class of methods in computational linguistics analysis (Gabrilovich & Markovitch, 2007;
Landauer, McNamara, Dennis, & Kintsch, 2013) that specialized in encoding and decoding semantics from a
large body of texts.

A Brief Overview of Vector-Based Semantic Models There are two ways to categorize semantic models.
When considering the original definition of semantics, a class of semantic models is called distributional
models where semantic meanings of language entities are defined by the ways they have associated with
other language entities (Harris, 1954; Riordan & Jones, 2011). As an intuitive example, in a distributional
model, the semantic meaning of a word is defined by how the word appears in language environments (such
as paragraphs) with other words in a selected body of text data. Another way to categorize semantic models
is based on the resulting mathematical form of the semantic representation. Vector-based model is a class of
semantic models in which the final semantic representation is in the form of a vector. Vector representation
of the semantics of a term can be obtained by human experts. For example, the word association norms
(Nelson, McEvoy, & Schreiber, 2004), in which each term is associated with a small collection of other terms,
is an example of a vector-based model where the dimension of the vector is large, but each term vector only
has a small number of nonzero elements. In general, vector representation can be explicit or latent with the
similar computations (Hu, Cai, Wiemer-Hastings, Graesser, & McNamara, 2007).

The basic vector-based model has been used for decades in information retrieval (Salton, Wong, & Yang,
1975). In their original model, words are orthogonal, so semantic similarity judgments are too brittle to be
of use in learning environments. However, the basic model was later extended by latent semantic indexing
(LSI) for information retrieval (Deerwester et al., 1990). The breakthrough provided by LSI is a solution
to the synonymy problem, in which multiple words can express similar meaning. In the basic vector-based
model, distinct words with similar meaning are kept distinct, but LSI gives them equivalent or near equivalent
meanings. LSI’s solution to the synonymy problem made it attractive to a variety of researchers outside of
information retrieval (Graesser et al., 2001; Hu, Cai, Franceschetti, et al., 2003; Hu, Cai, Louwerse, Olney,
Penumatsa, & Graesser, 2003; Landauer et al., 1998; Olney & Cai, 2005a, 2005b; Wolfe et al., 1998).

While the meaning of words seems to be very well encoded in LSI (currently often referred to as LSA, for
latent semantic analysis), the meaning of each dimension of an LSI space is unknown. Latent Dirichlet
allocation (LDA; Blei et al., 2003) provided an acceptable solution to this. LDA assumes (1) each document
in a given corpus is a mixture of a given set of topics with a probability distribution over the topics; (2) each
word appears in a topic with a certain probability, and (3) each word in a given document is drawn from a
topic with the given topic probability and the word probability. The topic probability distribution of each
document and the word probability distribution of each word is determined by maximizing the likelihood of
the given corpus. Once determined, each word has a probability value on each topic and thus gets a vector
representation as weights to the given topics. What made researchers excited about LDA is that the words
with the highest probabilities in each topic often form a good interpretation of the topic. In other words,
researchers can often see what a topic is by looking at the words ranked at the top by probability. Once an
LDA model is built (i.e., the document topic probabilities and the topic word probabilities are found), any
text can be represented by a vector known as “topic proportion scores,” indicating how much each known
topic is contained in a text. Similar to LSI, such vector representation can be used to compute semantic
similarities between texts (Cai, Li, Hu, & Graesser, 2016). Word2Vec is a more recent way of generating
word vector representations. Word2Vec uses two-layer neural networks to train vectors from a given corpus.
The basic idea is to position word vectors in a space so words that share common contexts are located closely
(Goldberg & Levy, 2014).

Similar to LSA (Deerwester et al., 1990; Landauer et al., 1998), most of the other methods such as LDA
(Blei et al., 2003; Hoffman et al., 2010; Shams & Baraani-Dastjerdi, 2017), and Word2Vec (Goldberg & Levy,
2014; Rong, 2014; Yu & Dredze, 2014) are examples of vector space models. In the next section, we outline
the steps to create vector-based semantic spaces. The Complexity of Creating Vector-Based Semantic Models
Conceptually, representing the semantic meaning of a term in the form of vectors is intuitive, at least to those
who think computationally. The goal of creating an alternative vector (mathematical) representation of the
semantic of the original language entities is to make it possible for computers to compute semantic relations
between the relevant language entities. There are several available computational/statistical techniques to
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achieve this goal. As an example, LSA uses singular value decomposition (SVD; Golub & Kahan, 1965). SVD
is a technique that creates an approximation of the original word by document matrix. Other vector space
models (such as LDA, Word2Vec) most often used recently are results of sophisticated statistical techniques
that represent the similarity between collections of words as vectors “distance” in multidimensional space
(Manning & Schiitze, 1999). The process begins by collecting text into a corpus. A matrix is created from the
corpus, having one row for each unique word in the corpus and one column for each document or paragraph.
The cells of the matrix consist of a simple count of the number of times word i appeared in document j. Since
each document only contains a small number of word types, the matrix is often highly sparse. Weightings are
often applied to the cells that take into account the frequency of word i in document j and the frequency of
word i across all documents, such that distinctive words that appear infrequently are given the most weight.
Two collections of words of arbitrary size are compared by creating two vectors. Each word is associated with
a row vector in the matrix, and the vector of a collection is simply the sum of all the row vectors of words in
that collection. Vectors are compared geometrically by the cosine of the angle between them. This geometric
interpretation is likely the reason that vector space models have become so popular: the interpretation is
simple, clean, and elegant (Hu et al., 2007).

To explicitly outline the above-described process, we use the example steps of LSA to offer a taste of the
complexity of the process. There are seven steps: ED: There are 9 steps listed:

1. Selection of a domain. This is determined by the purpose of semantic space. For example, a semantic
space may be used as a semantic engine for a tutoring system of a specific domain (Franceschetti et al.,
2001; Olde, Franceschetti, Graesser, & Karnavat, 2002) or for grading essays in a given subject (Foltz,
Laham, & Landauer, 1999).

2. Selection of corpora. This step involves collecting and selecting relevant texts for the given domain. For
example, if the domain is physics, there is a choice of textbooks, research articles, or both.

3. Processing of raw material. It is possible that collected material contains not only text but also graphics
(a bitmap of a scanned document). Even if the materials are texts, there may be strings that are tags
and attributes (for example, in HTML files). This step also includes inserting a proper sentence or
paragraph markers. In some cases, it is at this step that the researcher may need to decide the size of
the document.

4. Obtain word-document frequency matrix A. at this step, one needs to decide the value of each entry of
the matrix as a function of global weight gi (weight of the word i) and local weight 1j (weight of the
document j) and the frequency of word i in document j: fij. It usually takes the form of (A)ji = giljfij.
Notice that gi, 1j, and fij can take different forms.

5. Decomposition of the word-document matrix to represent words by vectors. There are different ways
one could process the matrix. Even SVD is the most popular method used, but one could use others to
represent words as vectors.

6. Dimensional reduction. This is the step to determine how many dimen sions are enough for a vector
representation. Some scholars report that 300 is the best for some applications (Landauer et al., 1998).
However, there are cases in which higher dimensions are used.

7. Processing of the vectors. This is the step to decide (1) if the first dimension of the word vector needs to
be removed, and (2) if the dimensions need to be weighted (Hu, Cai, Franceschetti, et al., 2003). After
the seven steps, each word is represented as an n-dimensional vector with n being a number chosen at
step 7: There are also different ways to use the vectors to compute similarity.

8. Similarity computation. Cosine is the default similarity measure for LSA. Researchers have also
suggested that other similarity measures can be used.

9. Use of the similarity value. In the case of comparing similarity values between documents, one could use
the value by itself, or one could use the value and consider the size (number of words) of the document.

Other semantic spaces such as Hyperspace Analogue to Language (HAL; Burgess, 1998) and non-latent
similarity (NLS) algorithm (Cai et al., 2004) are only different from LSA in some of the steps (such as step
5, for example). The first three of the above-listed steps are essential for generating any semantic spaces.
To make sure a given semantic space is truly domain-specific, some special domain and corpora selection
algorithms need to be used. For example, the so-called seeding method suggested by Cai et al. (2018) makes
them intuitive and efficient.
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The seeding method starts with a small seed corpus representing the core of a domain. By comparing with a
general reference corpus, the domain keywords are extracted and each keyword is assigned a “keyness” value.
With these keyness values, documents in a large corpus (e.g., Wikipedia articles) are ranked by the total sum
of keyness of words in each document. Top documents are then be selected into the domain-specific corpus.

In general, there are many parameters that need to be determined for any semantic space. One of the
challenges is to select the best set of parameters for a given application. For example, there are possible
alternatives for each of the nine steps outlined above. With so many choices at each of the steps, the resulting
number of semantic spaces is combinatorial. This makes it impractical to evaluate and select an appropriate
semantic space for a given application. The general framework of vector-based semantic space called semantic
representation and analysis (SRA; Hu et al., 2014) was introduced to tackle the problem of semantic space
evaluation and selection.

Semantic Representation and Analysis (SRA) Framework Considering common properties of the popular
vector-based semantic spaces such as LSA or LDA, a formal definition of vector-based semantic spaces was
introduced in order to build a unified mathematical framework to measure differences between semantic
spaces (Definition 1; Hu et al., 2005): A vector-based semantic space contains five components:

A set of words X0 = { x1,. .. ,xn }. A hierarchy of layers: X1 . ..., XM, where an element in set Xi is a
finite ordered array of elements in Xi—1,1i =1, . . . , M. Vector representation for elements in each of the
layers. A measure of similarity between elements within each of the layers. Maps from vector representation
of layer Xi—1 to vector representation of Xi, i = 1, . . . , M. This definition can be summarized in three
basic assumptions of vectorbased semantic spaces (Hu et al., 2005, 2014): Hierarchical. Semantics of different
levels of a language entity may be represented differently. Algebraic. The semantics of any level of language
entities must be capable of being represented numerically or algebraically. Computational. The semantic
representations of a higher-level language entity are computed as a function of semantic representations for
its lower-level language entities. At the lowest level of language entities, a numerical semantic comparison
measure must exist between any two items (e.g., words).

With these assumptions, especially, the computational assumption, it is possible to consider any vector-based
semantic space as induced semantic structure (ISS; Hu et al., 2005, 2014). When considering the ISS of a
vector-based semantic space, a word is represented as its (numerical) semantic relation with other words in the
space. For example, the semantic meaning of life can be expressed as nearest neighbors (Table 1 of Hu et al.,
2005). Intuitively, ISS can be understood as “nearest semantic neighbors” but with several useful properties.
Among them are three additional types of semantic similarity measures (combinatorial, permutational, and
quantitative) that can be used to measure semantic similarity between semantic spaces (Hu et al., 2005).

Although the original goal of introducing SRA was for the purpose of evaluating the quality of semantic
spaces and selecting appropriate semantic spaces from among multiple spaces produced from a different
set of parameters, the ISS of SRA and the derived similarity measures made it possible for an intuitive
interpretation of similarity (Hu et al., 2005) and computer implementation (Hu et al., 2014).

CONVERSATION-BASED INTELLIGENT TUTORING SYSTEMS (CBITS)

The Institute of Electrical and Electronics Engineers (IEEE) recently approved a standard committee for
Adaptive Instructional Systems (AIS; P2247.1—Standard for the Classification of Adaptive Instructional
Systems). This is one of the significant milestones to advance personalized learning, which is identified
by the National Academy of Engineering as one of the grand challenges of the 21st century (http://
www.engineeringchallenges.org/9127.aspx). Conversation-based intelligent tutoring systems (CbITS) is a
class of AIS that are among the most studied and efficiently implemented in the last 20 years. One of the
reasons for the advances is largely due to the use of NLP, especially the use of semantic encoding and decoding
algorithms such as LSA (Graesser, Penumatsa, Ventura, Cai, & Hu, 2007).

AutoTutor as an Example Implementation of CbITS To demonstrate the use of SRA in CbITS, this chapter
will use a successful implementation of CbITS called AutoTutor (Graesser et al., 2004; Nye, Graesser, & Hu,
2014; Nye, Graesser, Hu, & Cai, 2014; Person et al., 2000). AutoTutor holds conversations with humans
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in natural language. The authors of this chapter are among those who have developed multiple versions
of AutoTutor that teach critical thinking (Graesser et al., 2010; Wallace et al., 2009), computer literacy
(Graesser et al., 2004; Person, 2003), physics (Graesser et al., 2003), reading (Graesser et al., 2016), and
electronics (Morgan et al., 2018).

AutoTutor applications are built with the guidance of human learning principles (Graesser, Halpern, & Hakel,
2008), such as deep questioning, to help students learn by holding deep reasoning conversations (Graesser &
Person, 1994). AutoTutor converses with learners following the expectation-misconception tailored (EMT)
dialogue (Graesser et al., 2004) pattern. An AutoTutor conversation often starts with a main question about
a certain topic. The goal of the conversation is to help students construct an acceptable answer (expected
answers) to the main question. Instead of telling students the answers, AutoTutor asks a sequence of questions
(hints, prompts) that target specific concepts involved in the ideal answer to the main question. AutoTutor
systems respond to students’ natural language input, as well as other interactions, such as making a choice,
arranging some objects in the learning environment, etc.

A Formal Framework of CbITS In this section, we introduce a simple and formal (mathematical) framework
of CbITS. Again, we use AutoTutor as a typical CbITS. From the perspective of this framework, we analyze
AutoTutor and then show the role of SRA in AutoTutor. The formal model is based on a behavioristic
account of AutoTutor. In a typical tutoring session, AutoTutor interacts with students with the following five
steps: AutoTutor (1) provides a seed question, (2) gets a response from the learner, (3) evaluates the response,
(4) selects the next item, and (5) delivers the item to the learner. The minimum content requirements for a
functional AutoTutor implementation would be a “bag” of items. These items are in the form of questions,
pumps, prompts, hints, elaborations, or summaries (Nye, Graesser, & Hu, 2014). For each item, there may be
associated elements. For example, in AutoTutor, prompt completions are elements that are used to evaluate
the student’s responses to the prompts. In this model, items are generically defined, such that each item
can have possible purposes (diagnostic, grounding, etc.) or be a question, simple feedback, elaboration, and
so on. Items are also organized such that the organization can reflect the domain knowledge and teaching
knowledge of the tutor. AutoTutor always starts with a main question. The interactive dialogue between
AutoTutor and Learner can be simplified into a repetition of four turns:

1. AutoTutor selects an item and presents to the student.
2. The student responds to the selected item.

3. AutoTutor evaluates the student’s response.

4. AutoTutor selects the next item based on the evaluation.

Although AutoTutor always starts with a seed question, the student’s response (step 3) can be a follow-up
question (considered as student initiative), so AutoTutor is a typical mixed-initiative dialogue system with
natural language interaction (Graesser et al., 2007). The interaction repeats until the AutoTutor select
an item that does not require a response from the student. In the above simplification of tutor-student
interaction, the knowledge of the tutor is represented by certain items and the relationship among them.
The teaching tactics are also represented by certain items, their relations, and most importantly, the way
the tutor selects them. In this model, the student model is indirectly represented by the evaluation of a
stimulus-response pair. AutoTutor evaluates student’s input as a semantic representation vector and its
relations with associated elements (such as answers corresponding to the given items such as hints or prompts).
The mathematical model that goes with the above description can be explicitly formulated as the following
components.

Knowledge representation. A set X = { x1,. .. ;xn} is a set of items with an algebraic structure modeled as
a subset of X x X. An item may be a collection of structured elements. Evaluation method. The evaluation
method uses a function that assigns a vector of numerical values to any combination of (xi, ri), where ri is a
generic notation for response of item xi, The evaluation model is generically denoted as En(i) = (xi, fn(xi,
ri)), AutoTutor’s evaluation of student’s response ri to items xi presented on nth turn. Selection mechanism.
A selection mechanism is a conditional probability distribution for any item x as the nth iteration between
the tutor and student. Pn{xi} = Pr{xi|En-1(in-1), . . . ,E1(i1)}. Delivery model. A delivery model specifies
how any selected item xi is presented in a given turn n. Several factors go into this model: the structure
of the elements contained in the item, the frequency of how other items have been selected, and how items
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were presented in previous turns. The above is a general model that may be used to describe both the
outer loop and the inner loop of ITS (VanLehn, 2006). The evaluation method may be different for different
ITS implementations. For CbITS such as AutoTutor, the evaluation method uses similarity measures of a
domain-specific vector-based semantic model.

SRA IN CBITS

We now illustrate roles that SRA could play in CbITS and critical issues that occur when SRA is used
in CbITS. We continue to use AutoTutor as an illustrative example. The basic interaction mechanism of
AutoTutor is guided by EMT. EMT contains a well-organized (as knowledge representation) set of items such
as expectations, pumps, prompts, hints, and elaborations. Some of the items, such as expectations, prompts,
and hints, require answers so they can be used to evaluate students’ input. These answers in CbITS are
in the form of natural language; hence SRA can serve as their semantic answers. With the formal model
of CbITS outlined in the previous section, it is obvious that SRA can be used in the first two of the four
components, knowledge representation and evaluation method. For example, an expectation for an EMT
in ElectronixTutor (Graesser, Hu, et al., 2017) could be: In cut-off mode, the transistor works as an open
switch when both the emitter and collector junctions are reverse-biased.

Some expected answers may be typical good answers, and some of them are typical bad answers:

Good Answer 1: In cut-off mode, the transistor works as an open switch when both emitter and collector
junctions are reverse-biased.

Bad Answer 1: In cut-off mode, the transistor works as a closed switch when both emitter and collector
junctions are forward-biased.

Bad Answer 2: In cut-off mode, the transistor works as an amplifier.
Bad Answer 3: In cut-off mode, both emitter and base junctions are reverse-biased.

For each of the expectations, there are multiple hints and prompts. For example, this is a hint that helps
students understand the expected answers:

Under what junction bias conditions will the transistor operate as an open switch in the cut-off mode?
Corresponding to this hint, there are possible good answers and bad answers.

Good Answer: When both emitter and collector junctions are reverse-biased.
Bad Answer 1: When both emitter and collector junctions are forward-biased.
Bad Answer 2: When both emitter and base junctions are reverse-biased.

In the same way, prompts are similar to hints, but the answers are shorter. For example, this is a prompt:
Both emitter and collector junctions are biased in what direction in cutoff mode, when the transistor works
as an open switch? With very short answers:

Good Answer: In reverse-biased
Bad Answer: In forward-biased

In AutoTutor EMT dialogue (Graesser et al., 2004), multiple prompts and hints are associated with each
expectation. It is obvious that SRA can be used to represent semantic keys for all the answers. The semantic
keys on one hand are used to create relationship between these items, so SRA may help to build knowledge
representation. Most importantly, it is used to compare answers with students’ natural language contributions.

Requirements for SRA in CbITS From the above example, we observe that (1) answers to expectations,
hints, and prompts are in the form of natural language, and (2) good answers and bad answers only differ in
keywords. For example, the expected answers for the hint “Under what junction bias conditions will the
transistor operate as an open switch in the cut-off mode?” are “When both emitter and collector junctions
are reverse-biased” (good answer) and “When both emitter and collector junctions are forward-biased” (bad
answer). For most of the widely used semantic encoding and decoding methods, it is not easy to distinguish
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highly similar texts when large portions of the two texts are the same (Hu et al., 2007). In addition, efficient
ITS applications are domain-specific, interaction between ITS and students should be context-sensitive, and
most desirable, adaptive and individualized. With these requirements for an ideal CbITS, effective and
efficient SRA should have additional attributes: SRA should be domain specific. The examples of SRA
we have described in this chapter are generic framework for semantic processing. Most of the widely used
semantic encoding and decoding methods share the common properties. They are started with a large body
of texts. The selection of the texts is the key for domain specificity. For example, a semantic representation
for term plane in mathematics (Figure 4.1a) should be different from that in a general domain (Figure 4.1b).
The key steps for domain-specific semantic encoding are the first two steps, namely selection of a domain and
selection of corpora.

SRA should be used in conjunction with other methods. Very often, typical good answers and bad answers
only differ in key terms or presence or absence of negations. For example, “When both emitter and collector
junctions are reverse-biased.” and “When both emitter and collector junctions are forward-biased.” are a
good answer and a bad answer for a hint. SRA’s evaluation of students’ input will not be sensitive because
the two answers have high levels of similarity (common texts; Hu et al., 2007). It would be easier and more
efficient to use other methods such as regular expression (Thompson, 1968) for comparison.

DISCUSSION

Enabling computers to understand natural language and converse with humans has been a continuous effort
for generations of scientists. From the computer therapist Eliza (Weizenbaum et al., 1966) 50 years ago to
the most recent implementation of AutoTutor (Graesser et al., 2004; Nye, Graesser, & Hu, 2014), the key
enabling technology is to let computers efficiently compare similarity between texts.

FIGURE 4.1 ISS for plane (a) created from a large corpus of mathematics-related texts and generated using
the seeding methods (Cai et al., 2018), and (b) semantic space created from a general purpose text corpus .

There are different ways to compute similarity between texts. The easiest and most intuitive way is to
count the number of common words. The more sophisticated way is to semantically encode terms, sentences,
and documents for each of the texts and then compute their semantic similarity. To apply the semantic
encoding technology in learning science, there are two challenges: (1) how fast to generate a domain-specific
and contextsensitive semantic representation for a given application, and (2) how to systematically evaluate
quality of the semantic representation for a given application. This chapter tries to offer a solution for both
challenges by introducing a general framework of semantic representation. High quality domain-specific
and context sensitive semantic representation enable an effective and efficient conversation-based intelligent
tutoring system (CbITS).

CbITS plays a very important role in learning science and technology. CbITS implementations are directly
inspired by human tutors. The current CbITS prototypes such as AutoTutor (Graesser et al., 2004; Nye,
Graesser, & Hu, 2014) are built with the guide of learning principles from cognitive psychology. They are
proven effective and behaviorally similar to human tutors (VanLehn et al., 2007). In addition to CbITS, the
SRA framework may also be used in other applications and technologies in learning science. For example, it
can serve as general assessment framework to assess learners’ knowledge and build context-specific student
models (Hu, Morrison, & Cai, 2013) or to build student models in a team tutoring environment (Hu et al.,
2018).

CONCLUSIONS

Semantic encoding and decoding is one of the essential enabling technologies for conversation-based intelligent
tutoring system (CbITS). There are various ways to computationally represent the semantics of a piece of
text. In this chapter we used a general framework called Semantic Representation and Analysis (SRA). The
definition of SRA is general enough to capture most of the widely used semantic encoding and decoding
methods used in text mining. For illustrative purposes, we used latent semantic analysis (LSA) as a typical
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instance of SRA to describe the process of creating domain-specific semantic representation. In this chapter,
we used AutoTutor as an typical example of CbITS. AutoTutor is an intelligent tutoring system that holds
conversations with humans in natural language. To explain how would SRA be used in

CDbITS, we used an alternative model of ITS and argue that SRA is most useful in knowledge representation
of the domain and in enhancement of evaluation methods in CbITS. Because CbITS applications are mostly
domain specific and conversational in nature (short answers with similar good or bad answers), we suggest
that SRA for any CbITS be domain specific and used in conjunction with other methods.
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